**Assignment 3 Operator Overloading**

1.Write a program to overload arithmetic operators (+, -, / , \* ) using operator function as member and friend function. [Use class Point(int x,int y)]

SOL:-

//Overloading operators as member functions

#include <iostream>

using namespace std;

class Point

{

private:

    int x;

    int y;

public:

    Point(int X, int Y) : x(X), y(Y) {}

    // Member operator functions

    Point operator+(const Point& p)

    {

        return Point(x + p.x, y + p.y);

    }

    Point operator-(const Point& p)

    {

        return Point(x - p.x, y - p.y);

    }

    Point operator\*(const Point& p)

    {

        return Point(x \* p.x, y \* p.y);

    }

    Point operator/(const Point& p)

    {

        return Point(x / p.x, y / p.y);

    }

    void print()

    {

        cout << "(" << x << ", " << y << ")" << endl;

    }

};

int main()

{

    Point p1(1, 2);

    Point p2(3, 4);

    // Member operator functions

    Point p3 = p1 + p2; // Uses operator+

    p3.print();

    Point p4 = p1 - p2; // Uses operator-

    p4.print();

    Point p5 = p1 \* p2; // Uses operator\*

    p5.print();

    Point p6 = p1 / p2; // Uses operator/

    p6.print();

    return 0;

}

![C:\Users\Acer\Pictures\Screenshots\3.1.1.png](data:image/png;base64,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)

//Overloading operators as friend  functions

#include <iostream>

using namespace std;

class Point

{

private:

    int x;

    int y;

public:

    Point(int X, int Y) : x(X), y(Y) {}

    // Friend operator functions

    friend Point operator+(const Point& p1, const Point& p2)

    {

        return Point(p1.x + p2.x, p1.y + p2.y);

    }

    friend Point operator-(const Point& p1, const Point& p2)

    {

        return Point(p1.x - p2.x, p1.y - p2.y);

    }

    friend Point operator\*(const Point& p1, const Point& p2)

    {

        return Point(p1.x \* p2.x, p1.y \* p2.y);

    }

    friend Point operator/(const Point& p1, const Point& p2)

    {

        return Point(p1.x / p2.x, p1.y / p2.y);

    }

    void print()

    {

        cout << "(" << x << ", " << y << ")" << endl;

    }

};

int main()

{

    Point p1(1, 2);

    Point p2(3, 4);

    // friend operator functions

    Point p3 = p1 + p2; // Uses operator+

    p3.print();

    Point p4 = p1 - p2; // Uses operator-

    p4.print();

    Point p5 = p1 \* p2; // Uses operator\*

    p5.print();

    Point p6 = p1 / p2; // Uses operator/

    p6.print();

    return 0;

}
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2.Write a program to overload Relational operators (>, <, >=, <= !=, == ) using operator function as member and friend function. [Use class Complex(int real, int img)]

#include <iostream>

class Complex

{

private:

    int real;

    int img;

public:

    Complex(int real = 0, int img = 0) : real(real), img(img) {}

     // Overloading the < operator as a friend function

    friend bool operator<(const Complex& c1, const Complex& c2)

    {

        // Compare the magnitudes of the two complex numbers

        return (c1.real \* c1.real + c1.img \* c1.img) < (c2.real \* c2.real + c2.img \* c2.img);

    }

    // Overloading the > operator as a friend function

    friend bool operator>(const Complex& c1, const Complex& c2)

    {

        // Compare the magnitudes of the two complex numbers

        return (c1.real \* c1.real + c1.img \* c1.img) > (c2.real \* c2.real + c2.img \* c2.img);

    }

    // Overloading the <= operator as a friend function

    friend bool operator<=(const Complex& c1, const Complex& c2)

    {

        // Compare the magnitudes of the two complex numbers

        return (c1.real \* c1.real + c1.img \* c1.img) <= (c2.real \* c2.real + c2.img \* c2.img);

    }

    // Overloading the >= operator as a friend function

    friend bool operator>=(const Complex& c1, const Complex& c2)

    {

        // Compare the magnitudes of the two complex numbers

        return (c1.real \* c1.real + c1.img \* c1.img) >= (c2.real \* c2.real + c2.img \* c2.img);

    }

// Overloading the == operator as a friend function

    friend bool operator==(const Complex& c1, const Complex& c2)

    {

        // Check if the real and imaginary parts are equal

        return (c1.real == c2.real) && (c1.img == c2.img);

    }

// Overloading the != operator as a friend function

    friend bool operator!=(const Complex& c1, const Complex& c2)

    {

        // Check if the real and imaginary parts are equal

        return (c1.real != c2.real) || (c1.img != c2.img);

    }

};

int main()

{

    Complex c1(1, 2);

    Complex c2(2, 3);

    Complex c3(1, 2);

    std::cout << (c1 > c2) << std::endl;  // Output: 0

    std::cout << (c1 < c2) << std::endl;  // Output: 1

    std::cout << (c1 >= c2) << std::endl; // Output: 0

    std::cout << (c1 <= c2) << std::endl; // Output: 1

    std::cout << (c1 != c2) << std::endl; // Output: 1

    std::cout << (c1 == c2) << std::endl; // Output: 0

    return 0;

}
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//Overload as member function

#include <iostream>

class Complex

{

private:

    int real;

    int img;

public:

    Complex(int real = 0, int img = 0) : real(real), img(img) {}

    // Overloading the > operator as a member function

    bool operator>(const Complex& other) const

    {

        // Compare the magnitudes of the two complex numbers

        return (real \* real + img \* img) > (other.real \* other.real + other.img \* other.img);

    }

    // Overloading the < operator as a member function

    bool operator<(const Complex& other) const

    {

        // Compare the magnitudes of the two complex numbers

        return (real \* real + img \* img) < (other.real \* other.real + other.img \* other.img);

    }

    // Overloading the >= operator as a member function

    bool operator>=(const Complex& other) const

    {

        // Compare the magnitudes of the two complex numbers

        return (real \* real + img \* img) >= (other.real \* other.real + other.img \* other.img);

    }

    // Overloading the <= operator as a member function

    bool operator<=(const Complex& other) const

    {

        // Compare the magnitudes of the two complex numbers

        return (real \* real + img \* img) <= (other.real \* other.real + other.img \* other.img);

    }

    // Overloading the != operator as a member function

    bool operator!=(const Complex& other) const

    {

        // Check if the real and imaginary parts are different

        return (real != other.real) || (img != other.img);

    }

    // Overloading the == operator as a member function

    bool operator==(const Complex& other) const

    {

        // Check if the real and imaginary parts are equal

        return (real == other.real) && (img == other.img);

    }

};

int main()

{

    Complex c1(1, 2);

    Complex c2(2, 3);

    Complex c3(1, 2);

    std::cout << (c1 > c2) << std::endl;  // Output: 0

    std::cout << (c1 < c2) << std::endl;  // Output: 1

    std::cout << (c1 >= c2) << std::endl; // Output: 0

    std::cout << (c1 <= c2) << std::endl; // Output: 1

    std::cout << (c1 != c2) << std::endl; // Output: 1

    std::cout << (c1 == c2) << std::endl; // Output: 0

    return 0;

}

![C:\Users\Acer\Pictures\Screenshots\3.2.png](data:image/png;base64,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)

3.Write a program to overload Assignment operator (=). [Use class Result(int m1, int m2, int m3)]

#include <iostream>

class Result {

 public:

  // Constructor

  Result(int m1, int m2, int m3) : m1\_(m1), m2\_(m2), m3\_(m3) {}

  // Overloaded assignment operator

  Result& operator=(const Result& other) {

    m1\_ = other.m1\_;

    m2\_ = other.m2\_;

    m3\_ = other.m3\_;

    return \*this;

  }

  // Getters for the marks

  int m1() const { return m1\_; }

  int m2() const { return m2\_; }

  int m3() const { return m3\_; }

 private:

  int m1\_, m2\_, m3\_;

};

int main() {

  Result r1(50, 60, 70);

  Result r2(80, 90, 100);

  // Assign r2 to r1 using the overloaded assignment operator

  r1 = r2;

  std::cout << "r1.m1 = " << r1.m1() << std::endl;

  std::cout << "r1.m2 = " << r1.m2() << std::endl;

  std::cout << "r1.m3 = " << r1.m3() << std::endl;

  return 0;

}
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4.Write a program to overload insertion and extraction operators (<<,>>). [Use class Distance(inch, feet)]

#include <iostream>

using namespace std;

class Distance {

  public:

    int inch;

    int feet;

    // Constructor

    Distance(int inch, int feet) : inch(inch), feet(feet) {}

    // Overload the stream insertion operator (<<)

    friend ostream& operator<<(ostream& out, const Distance& d) {

      out << d.feet << "' " << d.inch << "\"";

      return out;

    }

    // Overload the stream extraction operator (>>)

    friend istream& operator>>(istream& in, Distance& d) {

      in >> d.feet >> d.inch;

      return in;

    }

};

int main() {

  // Create a Distance object

  Distance d(6, 5);

  // Use the overloaded stream insertion operator to print the Distance object

  cout << d << endl;

  // Use the overloaded stream extraction operator to read values for the Distance object

  cin >> d;

  // Use the overloaded stream insertion operator to print the modified Distance object

  cout << d << endl;

  return 0;

}
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